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ABSTRACT

Floorplanning is a critical step in the physical design of digital inte-

grated circuits (ICs). As circuit complexity grows, the hierarchical

design paradigm of large-scale systems on chips (SoCs) is gradually

emerging, introducing new optimization challenges, particularly

with feedthrough. Feedthrough is a through-module connection,

yet it would require additional buffers and ports inside the mod-

ule for data transmission. Excessive feedthroughs will inevitably

hinder the routability within reusable modules, causing conges-

tion and timing problems. However, few works have addressed the

challenges of feedthrough modeling and optimization.

In this work, we propose FATFP, a feedthrough-aware SoC floor-

planner, to address the aforementioned issues. First, an estimation

model is proposed to assess feedthroughs required in the floorplan.

Then, we introduce a novel topological representation, SCB-Tree,

which incorporates slack computation into the CB-Tree. We also

develop a two-phase simulated annealing (SA) framework and an

automatic optimization cost scheme to enhance performance. Exper-

imental results demonstrate that our floorplanner achieves notable

optimization in terms of common edge, feedthroughed modules,

and feedthrough wirelength over previous work, with only minor

trade-offs in total wirelength and runtime.
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Figure 1: The violations caused by feedthrough insertion in

hierarchical floorplanning of the large-scale SoC.
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1 INTRODUCTION

Floorplanning is the initial step in IC physical design and signifi-

cantly impacts the quality of subsequent design stages, e.g., place-

ment and routing. Given a module list and a netlist, the floorplan-

ner determines the shape and position of the modules according

to specific strategies to achieve comprehensive optimization, e.g.,

wirelength, area, timing, congestion, etc. Due to the increasing scale

and complexity of SoCs, modern chip design commonly uses hier-

archy and modularization concepts, which bring the floorplanning

problem to the sub-chip level [1]. Hierarchical design decomposes
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complex systems into multiple levels of subsystems that encapsu-

late specific functionalities and interact through interfaces. Con-

currently, modular design facilitates the encapsulation and reuse

of functionalities at each level. These integrated, bottom-up design

methods significantly speed up the front-end chip design process.

However, they also present new optimization challenges in physi-

cal design, particularly in hierarchical floorplanning for large-scale

SoCs [2, 3], where feedthrough [4] is a key challenge.

In hierarchical SoC design, it is important to consider the com-

pleteness, reusability, and interaction of modules at each level.

When higher-level modules are traversed by wires, feedthroughs

are used to connect the nets. To meet connectivity and timing

constraints, additional buffers, ports, registers, etc., often need

to be inserted. As shown in Figure 1, directly inserting these ele-

ments may cause violations with the original components inside

the feedthroughed module, necessitating the reevaluation and ad-

justment of design feasibility. Such adjustment may also present

challenges to subsequent placement and routing, resulting in degra-

dation of timing, area, and other metrics [2]. When there are too

many feedthroughs, the modules may need to be redesigned, affect-

ing the design and reuse of modules at each hierarchy. Therefore,

it is necessary to minimize the generation of feedthrough.

The most direct way to minimize feedthrough demand is to re-

duce through-module connections and routing. Existing works,

such as BOB-RSMT [5] aim to minimize over-block connection by

optimizing RSMT construction during the pre-routing and global

routing stages. Although optimization in the later physical design

stages such as routing can avoid some feedthrough insertions, the

optimization space is limited and still inevitably prolongs the de-

sign iterations. To improve design efficiency and optimize quality,

feedthrough minimization should be implemented as early as pos-

sible in the design cycle. Therefore, it is necessary and urgent to

consider feedthrough optimization in hierarchical floorplanning.

After decades of development, floorplanning techniques have ad-

vanced significantly and can be broadly categoried into three types:

analytical, heuristic, and learning-based methods. Analytical-based

methods [6, 7] generally adopt a two-stage framework of global

distribution and legalization. Although known for their efficiency,

quality, and robustness, analytical methods are limited by the need

for differentiable constraint models [8, 9], making complex con-

straints and objectives challenging to address. Heuristic methods

rely on topological representations, e.g., Sequence Pair (SP) [10, 11],

Corner Block List (CBL) [12, 13], B*-Tree [14, 15] and their variants.

These methods employ heuristic algorithms to optimize floorplans,

leveraging geometric relations in different topologies to address

complex constraints. For instance, CB-Tree [15] integrates corner

stitching into a B*-Tree to refine neighboring relations. Recently,

deep learning [16, 17] and reinforcement learning [18–20] frame-

works have been used to formulate floorplanning problem, achiev-

ing promising results. However, these methods struggle to handle

large cases and lack generalization across diverse circuit designs.

In hierarchical floorplanning for SoCs, complex objectives like

feedthrough optimization should be considered, requiring mod-

ules within the same net to be placed as adjacent as possible to

minimize feedthrough. However, overlaps in the global distribu-

tion stage of analytical methods complicate feedthrough handling,

which relies on neighbor information. Learning-based methods,
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Figure 2: Feedthrough example with two nets, i.e, 𝑁1 = {𝐴, 𝐵}
and 𝑁2 = {𝐴,𝐶}. (a) Floorplan with feedthroughed module
𝐷, 𝐸, 𝐹 ; (b) Floorplan with no feedthrough in net 𝑁1 and 𝑁2.

constrained in representation and generalization, are also unsuit-

able for feedthrough optimization. Considering both efficiency and

generality, heuristic-based methods are promising approaches to

address the feedthrough challenge. In this work, we propose a

feedthrough-aware floorplanner to address feedthrough optimiza-

tion at the sub-chip level. Our main contributions are as follows:

• To achieve fast optimization of feedthrough, We introduce
an accurate feedthrough model that estimates the length of

feedthrough wires, the number of feedthroughed modules, and

the length of the common edge.

• To address the fixed-outline constraint, we propose a new rep-
resentation called SCB-Tree, which performs slack computation

by corner stitching while packing modules.

• To better satisfy the fixed-outline constraints and enhance the
search for optimal solutions, we propose a two-phase SA frame-

work that leverages slack information.

• We design an automatic cost evaluation method that more effec-
tively normalizes wire length and feedthrough-related metrics

based on the input module list and netlist.

2 PRELIMINARIES

2.1 Fixed-outline Floorplanning

Let 𝐵 = {𝑏𝑖 |1 ≤ 𝑖 ≤ 𝑛} be a set of rectangle modules, each module
𝑏𝑖 has width𝑤𝑖 and height ℎ𝑖 . Modules can be classified into three
categories: hard, soft, and pre-placed. Hard modules have fixed

dimensions, while soft modules can adjust their shapes within a

fixed area; pre-placed modules are hard modules with preset coor-

dinates. The connections among modules are described in netlist

𝑁 = {𝑁𝑖 |1 ≤ 𝑖 ≤ 𝑚}, where each net 𝑁𝑖 specifies a set of modules

requiring connectivity.

The fixed-outline floorplanning aims to place all modules with-

out overlapping in a rectangular outline𝑅, withwidth𝑊0 and height
𝐻0. Given the total modules’ area 𝐴 and a maximum whitespace
ratio 𝜎 , the width𝑊0 and the height 𝐻0 are calculated as:

𝑊0 =
√
(1 + 𝜎)𝐴𝜆, 𝐻0 =

√
(1 + 𝜎)𝐴/𝜆, (1)

where 𝜆 represents the aspect ratio. On the premise of ensuring the
above constraints, the floorplanner aims to optimize metrics (e.g.

wirelength, feedthrough, etc.) to obtain the optimal floorplan.

2.2 Feedthrough Problem

Since our work focuses on the feedthrough optimization problem of

hierarchical floorplanning for large-scale SoCs, the relevant terms

are briefly explained below.
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Figure 3: (a) A CB-Tree example. (b) The corresponding floor-

plan (tile plane) before packing subtree𝑛5 → 𝑛7. (c) The corre-
sponding floorplan(tile plane). All top neighbors of module

𝑏1 can be found by tracing through the red pointers.

Feedthrough. In hierarchical floorplanning, unlike traditional

floorplanning, the through-module nets need to be connected by

feedthroughs. As described in Section 1, module-scale feedthrough

wires may cause problems such as timing and routing congestion.

Moreover, the additional inserted registers and buffers may neces-

sitate a redesign of the entire module. Therefore, modules within

the same net should be adjacently placed to the fullest extent to

reduce feedthrough demand. The estimation of feedthroughs in-

volves two metrics: total feedthrough wirelength 𝐹𝑇𝐻𝑤𝑙 and the

number of feedthroughed modules 𝐹𝑇𝐻𝑛𝑢𝑚 . Let 𝑓 𝑡ℎ𝑤𝑙 (𝑁𝑖 ) and
𝑓 𝑡ℎ𝑛𝑢𝑚 (𝑁𝑖 ) represent these metrics for a net 𝑁𝑖 . For example,

for the two nets shown in Figure 2(a), the feedthrough metrics

𝐹𝑇𝐻𝑤𝑙 = 𝑤 (𝐸) + 𝑤 (𝐹 ) + ℎ(𝐷), 𝐹𝑇𝐻𝑛𝑢𝑚 = 3. The more detailed
estimating methods will be described in Section 3.1.

Common Edge. The common edge is defined as the edge shared by

two adjacent modules within the same net, as shown in Figure 2(b).

The length of this edge dictates the capacity of a module’s ports.

A floorplan featuring more total common edge (𝐶𝐸𝑙𝑒𝑛) suggests
a higher interactivity between modules, fulfilling more extensive

connectivity requirements. Let 𝑐𝑒𝑙𝑒𝑛 (𝐴, 𝐵) denote the common edge
length between module 𝐴 and 𝐵. Assume that the coordinates of
the bottom-left and top-right corner of the module are (𝑥𝑏𝑙 , 𝑦𝑏𝑙 )
and (𝑥𝑡𝑟 , 𝑦𝑡𝑟 ). Then, 𝑐𝑒𝑙𝑒𝑛 (𝐴, 𝐵) can be calculated as:

If 𝐴, 𝐵 adjacent horizontally ,then:

𝑐𝑒𝑙𝑒𝑛 (𝐴, 𝐵) = min(𝐴.𝑦𝑡𝑟 , 𝐵.𝑦𝑡𝑟 ) −max(𝐴.𝑦𝑏𝑙 , 𝐵.𝑦𝑏𝑙 );
If 𝐴, 𝐵 adjacent vertically ,then:

𝑐𝑒𝑙𝑒𝑛 (𝐴, 𝐵) = min(𝐴.𝑥𝑡𝑟 , 𝐵.𝑥𝑡𝑟 ) −max(𝐴.𝑥𝑏𝑙 , 𝐵.𝑥𝑏𝑙 ) .

(2)

2.3 CB-Tree Representation

A CB-Tree is a B*-Tree integrated with corner stitching [15], a clas-

sical data structure for representing non-overlapping rectangular

modules in the 2D plane (called tile plane). It can be traversed in

depth-first search (DFS) order to locate the corresponding modules.

Let 𝑛𝑖 be the corresponding tree node of module 𝑏𝑖 . It has coordi-
nates (𝑥𝑖 , 𝑦𝑖 ) and width 𝑤𝑖 and height ℎ𝑖 . The tree structure can
directly compute the horizontal coordinate of each module. Let 𝑛 𝑗

and 𝑛𝑘 be the left and right child of 𝑛𝑖 , then 𝑥 𝑗 = 𝑥𝑖 +𝑤𝑖 and 𝑥𝑘 = 𝑥𝑖 .
Each module should be placed in the lowest possible position to

determine the vertical coordinate, and then the tile plane should be

updated. Figure 3 gives a CB-Tree and the corresponding floorplan.

The corner stitching models modules and empty spaces as tiles

and links all of them with four pointers. As shown in Figure 3(c),

the 𝑟𝑡 , 𝑡𝑟 , 𝑏𝑙 , and 𝑙𝑏 pointers point to the tiles adjacent to the top,
right, left, and bottom boundaries, respectively. Corner stitching
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Figure 4: Flowchart of FTAFP.

provides many efficient operations to support handling geometric

constraints. Neighbor finding is the most commonly used one in

this work. Figure 3(c) provides an example of finding all neighbors

of the target tile at the given direction.

2.4 Slack Computation

The slack of a module refers to the range within which it can

move without overlapping with or pushing other modules. Slack

computation is widely used in constraint graph-based placement

legalization algorithms [6], based on the following observations:

• The x and y coordinates of modules are computed separately.
• In each dimension, the floorplan is constrained by one or more
“critical paths” in corresponding constraint graphs.

• Any change in the location of a module on the critical path will
produce overlaps or increase the span of the floorplan.

Take the horizontal constraint graph𝐺ℎ as an example. Let module

𝑣𝑖 be represented as vertex 𝑣ℎ𝑖 in 𝐺ℎ . Its horizontal slack (x-slack)

is calculated as Equation (3) [21] , where 𝑅(·) and 𝐿(·) denote the
furthest right and left positions that · can reach:

𝑠𝑙𝑎𝑐𝑘 (𝑣ℎ𝑖 ) = 𝑅(𝑣ℎ𝑖 ) − 𝐿(𝑣ℎ𝑖 ). (3)

3 FTAFP FRAMEWORK

We first give an overview of our proposed feedthrough-aware floor-

planner (i.e., FTAFP), which includes: a feedthrough estimation

model, slack computation with corner stitching, a two-phase SA

framework, and an optimization cost scheme. The feedthrough esti-

mation model initially simplifies the nets into sub-nets, constructs

a Minimum Spanning Tree (MST) for each to estimate feedthrough

wirelength, and employs a greedy algorithm to count feedthrough

modules. The proposed SCB-Tree integrates slack computation with

CB-Tree to better exploit the features of boundary and adjacency

awareness. Figure 4 shows the overall flow of FTAFP, which adopts

a novelly introduced two-phase SA framework. Each phase includes

a distinctive module selection and perturbation process, aiming to

shrink the boundary and optimize the solution quality, separately.

Besides, a meticulously designed cost scheme is applied.

3.1 Feedthrough Estimation Model

In the actual design process, engineers often connect directly to

adjacent modules within the net, using feedthroughs only when it is
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Figure 5: An example of net simplification. A net with 6

modules which are clustered into 3 sub-nets.

unavoidable to connect through modules outside the net. Therefore,

our feedthrough model is based on the following rules:

• Modules that are directly adjacent are assumed to be connected
and no feedthrough is required.

• There are no feedthrough requirements arising between mod-
ules separated by empty tiles (whitespace).

• Connections between adjacent modules are transitive within
the same net.

Based on these rules, feedthroughs are estimated with the mini-

mum wire length and the fewest number of modules traversed to

ensure all modules within the net form a connected graph. Our

feedthrough modeling method is divided into two parts: net simpli-

fication and feedthrough estimation.

Net simplification is to cluster adjacent modules into sub-nets,

allowing feedthrough estimation to be performed within these

sub-nets rather than between modules. At first, we transform nets

into undirected graphs, where edges are only constructed between

adjacent modules. The connected components within are defined as

sub-nets. Algorithm 1 delineates the process described above and

Figure 5 presents an example. We utilize the union-find algorithm to

merge each pair of adjacent modules within, meanwhile, computing

the length of the common edge between the pair using Equation (2).

Through the 𝐹𝑖𝑛𝑑 operation,the net 𝑁𝑖 is simplified into a set of

sub-nets 𝑁𝑠𝑢𝑏 = {𝑁𝑠𝑞 |1 ≤ 𝑞 ≤ 𝑛𝑖 , 𝑁𝑠𝑞 ⊂ 𝑁𝑖 }.
For the sub-net 𝑁𝑠𝑞 , the coordinates of its central node (𝑥𝑞, 𝑦𝑞)

are calculated as the average of the central coordinates of all its

modules. Treating these centers as nodes, the shortest feedthrough

connections between sub-nets can be found using an MST. Let 𝐸𝑖
be the set of edges in the MST for net 𝑁𝑖 . Consider two sub-nets,

𝐴 and 𝐵, connected in the MST, with the edge weight 𝜔 (𝐴, 𝐵), the
weighted distance 𝐷𝑤 (𝐴, 𝐵) between which can be calculated by:

𝜔 (𝐴, 𝐵) = [𝑛𝑏𝑙𝑘 (𝐴) + 𝑛𝑏𝑙𝑘 (𝐵)] /2,
𝐷𝑤 (𝐴, 𝐵) = 𝑤𝑙𝑚𝑎𝑛ℎ (𝐴, 𝐵) × 𝜔 (𝐴, 𝐵), (4)

where𝑤𝑙𝑚𝑎𝑛ℎ (𝐴, 𝐵) represent the manhattan distance between the
center of 𝐴 and 𝐵, 𝑛𝑏𝑙𝑘 (𝐴) is the amount of modules in sub-net 𝐴.
For net 𝑁𝑖 , regardless of the actual route shape, its feedthrough

wirelength 𝑓 𝑡ℎ𝑤𝑙 (𝑁𝑖 ) can be estimated as the sum of the wirelength
of each feedthrough edge within the MST:

𝑓 𝑡ℎ𝑤𝑙 (𝑁𝑖 ) =
∑

𝑒 (𝐴,𝐵) ∈𝐸𝑖
𝑓 𝑡ℎ𝑤𝑙 (𝐴, 𝐵) × 𝜔 (𝐴, 𝐵),

𝑓 𝑡ℎ𝑤𝑙 (𝐴, 𝐵) = [
𝑤𝑙𝑚𝑎𝑛ℎ (𝐴, 𝐵) −𝑤𝑙 ′ (𝐴) −𝑤𝑙 ′ (𝐵)] × 𝜔 (𝐴, 𝐵),

𝑤𝑙 ′ (𝐴) =𝑤 (𝐴) + ℎ(𝐴)
2

×
√

𝑎𝑟𝑒𝑎′ (𝐴)
𝑎𝑟𝑒𝑎(𝐴) ,

(5)

Algorithm 1 Net Simplification Algorithm.

Input: A net cell list 𝑁𝑖 and all modules 𝐵 ∈ 𝑁
Output: Sub-net list 𝑁𝑖 .𝑆𝑢𝑏𝑛𝑒𝑡𝑠
for 𝐵 𝑗 ∈ 𝑁, 𝑗 = 1→ 𝑁𝑖 .𝑠𝑖𝑧𝑒 () do

for 𝐵𝑘 ∈ 𝑁,𝑘 = 𝑗 → 𝑁𝑖 .𝑠𝑖𝑧𝑒 () do
if 𝐵 𝑗 .𝑛𝑒𝑖𝑔ℎ𝑏𝑜𝑟𝑠.𝑐𝑜𝑢𝑛𝑡 (𝐵𝑘 ) then

𝐶𝐸𝑙𝑒𝑛+ = 𝑐𝑒𝑙𝑒𝑛 (𝐵 𝑗 .𝐵𝑘 );
Union( Find(𝐵 𝑗 ), Find(𝐵𝑘 ) );

for 𝐵 𝑗 ∈ 𝑁𝑖 , 𝑗 = 1→ 𝑁𝑖 .𝑠𝑖𝑧𝑒 () do
for 𝑁𝑠𝑞 ∈ 𝑁𝑖 .𝑆𝑢𝑏𝑛𝑒𝑡𝑠, 𝑞 = 1→ 𝑁𝑖 .𝑆𝑢𝑏𝑛𝑒𝑡𝑠.𝑠𝑖𝑧𝑒 () do

if Find(𝐵 𝑗 == 𝑁𝑠𝑞 .𝑝𝑎𝑟𝑒𝑛𝑡 ) then
𝑁𝑠𝑞 .𝑐𝑒𝑙𝑙𝑠push_back(𝐵 𝑗 );

Update the Outline and coordinate of 𝑁𝑠𝑞 ;

if 𝑁𝑖 .𝑆𝑢𝑏𝑛𝑒𝑡𝑠.𝑠𝑖𝑧𝑒 () == 0 then
𝑁𝑖 .𝑆𝑢𝑏𝑛𝑒𝑡𝑠 .push_back(New 𝑆𝑢𝑏𝑛𝑒𝑡 (𝐵 𝑗 ));

return 𝑁𝑖 .𝑆𝑢𝑏𝑛𝑒𝑡𝑠 .

Algorithm 2 Algorithm to Estimate 𝑓 𝑡ℎ𝑛𝑢𝑚 .

Input: Two sub-nets 𝐴, 𝐵
Output: Feedthrough number between 𝐴 and 𝐵 𝑓 𝑡ℎ𝑛𝑢𝑚
Let P equal to the tile contains A’s center point;

𝑟𝑒𝑎𝑐ℎ𝑥 , 𝑟𝑒𝑎𝑐ℎ𝑦, 𝑓 𝑡ℎ𝑏𝑙𝑘 = 0;
while 𝑟𝑒𝑎𝑐ℎ𝑥 ∗ 𝑟𝑒𝑎𝑐ℎ𝑦 == 0 do

𝑑𝑖𝑠𝑡 = 0;
𝑁𝑒𝑖𝑔ℎ𝑏𝑜𝑟𝑠𝑠𝑒𝑎𝑟𝑐ℎ = Connect( 𝑃 .𝑛𝑏𝑟 (𝑑𝑖𝑟 [0]), 𝑃 .𝑛𝑏𝑟 (𝑑𝑖𝑟 [1]) );
for 𝑛𝑏𝑟𝑛𝑒𝑥𝑡 ∈ 𝑁𝑒𝑖𝑔ℎ𝑏𝑜𝑟𝑠𝑠𝑒𝑎𝑟𝑐ℎ do

𝑝𝑛𝑡 = 𝑛𝑏𝑟𝑛𝑒𝑥𝑡 .𝑝𝑜𝑖𝑛𝑡 (𝑑𝑖𝑟 [0], 𝑑𝑖𝑟 [1]);
𝑑𝑖𝑠𝑡𝑥 = (𝐵.𝑥𝑚𝑖𝑑 −𝑝𝑛𝑡 .𝑥) ∗𝑑𝑖𝑟 [0], 𝑟𝑒𝑎𝑐ℎ𝑥 = (𝑑𝑖𝑠𝑡𝑥 <= 0);
𝑑𝑖𝑠𝑡𝑦 = (𝐵.𝑦𝑚𝑖𝑑 −𝑝𝑛𝑡 .𝑦) ∗𝑑𝑖𝑟 [1], 𝑟𝑒𝑎𝑐ℎ𝑦 = (𝑑𝑖𝑠𝑡𝑦 <= 0);
if 𝑑𝑖𝑠𝑡𝑥∗!𝑟𝑒𝑎𝑐ℎ𝑥 + 𝑑𝑖𝑠𝑡𝑦∗!𝑟𝑒𝑎𝑐ℎ𝑦 > 𝑑𝑖𝑠𝑡 then

𝑑𝑖𝑠𝑡 = 𝑑𝑖𝑠𝑡𝑥∗!𝑟𝑒𝑎𝑐ℎ𝑥 + 𝑑𝑖𝑠𝑡𝑦∗!𝑟𝑒𝑎𝑐ℎ𝑦 ;
𝑃 = 𝑛𝑏𝑟𝑛𝑒𝑥𝑡 ;

if 𝑃 .𝑖𝑠𝑆𝑜𝑙𝑖𝑑 () then 𝑓 𝑡ℎ𝑛𝑢𝑚 + +;
return 𝑓 𝑡ℎ𝑛𝑢𝑚 .

where 𝑒 (𝐴, 𝐵) is the edge of the constructed MST,𝑤 (𝐴) and ℎ(𝐴)
are the side length of a sub-net, 𝑎𝑟𝑒𝑎′ (𝐴) is the summary of modules
within 𝐴, 𝑎𝑟𝑒𝑎(𝐴) is the area of the sub-net 𝐴’s boundary.
In addition to wirelength, the number of feedthrough modules

(𝑓 𝑡ℎ𝑛𝑢𝑚) is a crucial factor in assessing floorplan quality—a bet-
ter floorplan will have fewer feedthrough modules for the same

wirelength. To estimate 𝑓 𝑡ℎ𝑛𝑢𝑚 , we propose a greedy detection
algorithm based on neighbor searching. The algorithm selects the

tile with the largest horizontal or vertical span along the estimated

route until it lies within the target sub-net boundary in both direc-

tions, as summarized in Algorithm 2. The search begins at the tile

containing the center of sub-net 𝐴, using the array 𝑑𝑖𝑟 to indicate
the relative 2D direction from 𝐴 to 𝐵 (where 𝑑𝑖𝑟 [0] values −1 and
1 denote left and right, and 𝑑𝑖𝑟 [1] values represent up and down).
The algorithm finds the neighbor tile with the furthest-reaching

endpoint, then checks if the target range is met. If not, it moves to

this neighbor tile and repeats until the number of feedthrough mod-

ules along each edge 𝑒 is counted, yielding the total feedthrough
modules for net 𝑁𝑖 .
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Figure 6: (a) An example tile plane contains seven packed

modules. (b) Slacks of 𝑏3 are initialized its slacks based on
the associated tiles A and B. (c) When packing module 𝑏6, we
update module 𝑏5’s x-slack and module 𝑏4’s y-slack as 𝑏6’s.
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Figure 7: The slack computation flow by SCB-Tree.

3.2 Slack Computation by Corner Stitching

To enhance the outline awareness of the CB-Tree while accommo-

dating the newly proposed optimization objective, we propose the

SCB-Tree, which extends the slack computation to corner stitching.

The corresponding floorplan of a given SCB-Tree is determined

by traversing the tree in DFS order. Each module’s coordinate is

determined based on the principles outlined in Section 2.3. As each

module is packed, the tile plane and the slack of each module as-

sociated with the current module are updated. After packing a

module, the current tile plane appears as shown in Figure 6(a),

where tiles with solid lines represent modules and tiles with dashed

lines represent empty tiles.

We first set the module’s initial slack to facilitate later updates.

For an unplaced module𝑏𝑖 with heightℎ𝑏𝑖 and width𝑤𝑏𝑖 , the initial

slack in its x-dimension is the sum of the widths of the empty tiles

to its right whose height exceeds ℎ𝑏𝑖 . Similarly, the initial slack in
its y-dimension is the height of the empty tile above it whose width

exceeds𝑤𝑏𝑖 . Figure 6(b) gives an example of slack initialization.

Next, we implement the following update strategy to dynamically

adjust the module’s slack during packing. Once a module is packed,

the slacks in the x and y dimensions are updated separately based

on the corresponding modules to its left and bottom, as shown in

Figure 6(c). Since 𝑏1, 𝑏3, 𝑏5 are modules on a critical path and their
y-slack is 0, the y-slack of 𝑏1 and 𝑏3 do not need updating. Only
the y-slack of 𝑏4 is updated to match that of 𝑏6.
Figure 7 shows our slack computation flow. For a perturbed

SCB-Tree, we first determine the positions of modules based on
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Figure 8: (a) A floorplan with 7 modules, the black arrow

represents the critical path on x-dimension, and the x-slack

on this path is non-positive. (b) After rotating module 𝑏2 on
the critical path, the x-span of the floorplan is reduced.

the packing strategy of the CB-Tree, while initializing the slack.

After completing the module packing, we identify adjacent modules

through neighbor finding in the corner stitching and update their

x-slack and y-slack accordingly.

3.3 Two-phase SA Framework

In traditional SA processes, it is often unclear which modules influ-

ence the span of the floorplan, and random perturbation operations

fail to effectively control the process of satisfying fixed-outline

constraints. Especially when optimizing feedthroughs, frequent

changes in neighboring modules often lead to violations of the

fixed-outline constraints. In response to the above observations and

facts, we propose a two-phase SA framework as shown in Figure 4.

The two phases adopt different module-selecting strategies and

perturbation operations. In the boundary shrinking phase, modules

are classified into two categories: non-positive slack and normal

modules by computing their slack. The annealing perturbation op-

eration actively selects the non-positive slack modules to better

satisfy the fixed-outline constraints. In the solution optimization

phase, we propose a novel perturbation that operates on neighbor-

dissatisfied modules to reduce feedthroughs.

A critical path is defined as the longest path in a floorplan, and

modules on it are non-positive slack modules. There may be mul-

tiple critical paths in a floorplan, with a module possibly located

on more than one critical path. The length of critical paths is equal

to the span of the floorplan. Therefore, the perturbation on non-

positive slack modules may crucially impact the outline span. Fig-

ure 8 illustrates how relocating modules on the critical path can

reduce the floorplan span.

In the first phase of our framework, modules with non-positive

slack in any dimension are more likely to be chosen for pertur-

bation operations. The B*-Tree is commonly used for three main

operations, which are explained in the following examples:

• Op1: Rotate a module. A module is an ideal candidate for this
operation if it has a non-positive slack in one dimension but a

large slack in another, as shown in Figure 8.

• Op2: Relocate a module. This operation tends to operate on
modules with two dimensions of non-positive slack and relocate

it to be a child of the module that has a larger slack than its

shape. That is, we attempt to move it into a large whitespace.

• Op3: Swap two modules. This operation is ideal for combining
two modules with two dimensions of non-positive slack and

one dimension of non-positive slack.
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Once the fixed-outline constraints are satisfied, the annealing

process enters the solution optimization phase. It mainly targets

modules that do not expand the floorplan span for perturbation

operations. Area and wirelength optimization are achieved by the

above perturbation operations, while for feedthrough optimization,

a new perturbation operation is proposed:

• Op4: Change the module’s neighbors. Select a module with
minimal neighbor satisfaction and randomly swap it to its

neighborhood-demanding child nodes.

In a floorplan, we analyze each module’s neighbor satisfaction

during feedthrough calculation and compare it to its neighbor re-

quirement, which is determined by the netlist indicating ideal neigh-

boring modules.

3.4 Cost Evaluation

The optimization objective comprises five metrics: area, wirelength,

common edge length, feedthrough wirelength, and the number of

feedthroughed modules. The cost of the floorplan is calculated by

summing weighted metrics. However, the wide range in size and

unclear relationship between measurements necessitate additional

pre-floorplanning iterations to estimate appropriate weights. To

streamline this process, we develop a normalizing method to predict

the expectations of each metric.

It’s straightforward to prove that the averageManhattan distance

between every 2 modules in a 𝑛 × 𝑛 square grid is
2(𝑛2−1)
3𝑛−2 . If we

divide a chip consisting of 𝑛 modules into a
√
𝑛 × √

𝑛 uniform
square grid, each grid’s width and height is 𝑆 . Therefore, under
ideal even partitioning, the total half-perimeter wirelength (HPWL)

expectation of𝑚 nets can be calculated as:

𝐻𝑃𝑊𝐿 =
2𝑚(𝑛 − 1)
3
√
𝑛 − 2 × 𝑆. (6)

Similarly, considering the net 𝑁𝑖 may have 0 to (𝑛𝑖 −1) feedthrough
paths, the expectation number of feedthroughed modules 𝐹𝑇𝐻𝑛𝑢𝑚

and the feedthrough wirelength 𝐹𝑇𝐻𝑤𝑙 can be computed as:

𝐹𝑇𝐻𝑛𝑢𝑚 =
2(𝑛 − 1)
3
√
𝑛 − 2 ×

𝑚∑
𝑖=1

𝑛𝑖 − 1
2

,

𝐹𝑇𝐻𝑤𝑙 = 𝐹𝑇𝐻𝑛𝑢𝑚 × 𝑆.

(7)

Assuming that 𝑁𝑖 is evenly partitioned and that each module is

closely spaced, the parameter 𝑟𝑖 represents the largest perfect square
root that is less than or equal to 𝑛𝑖 . The expectation value of com-

mon edge length 𝐶𝐸𝑙𝑒𝑛 can be estimated using:

𝐶𝐸𝑙𝑒𝑛 =
1

2

𝑚∑
𝑖=1

2(𝑛𝑖 − 𝑟𝑖 ) − (𝑛𝑖 > 𝑟2𝑖 ) − (𝑛𝑖 > 𝑟2𝑖 + 𝑟𝑖 ). (8)

Finally, we can obtain the total cost 𝜙 , defined as:

𝜙 = 𝛼
𝐴𝑟𝑒𝑎𝑡𝑜𝑡𝑎𝑙

𝐴𝑟𝑒𝑎
+ 𝛽

𝐻𝑃𝑊𝐿

𝐻𝑃𝑊𝐿
− 𝛾

𝐶𝐸𝑙𝑒𝑛
𝐶𝐸𝑙𝑒𝑛

+ 𝛿

(
𝐹𝑇𝐻𝑛𝑢𝑚

𝐹𝑇𝐻𝑛𝑢𝑚
+ 𝐹𝑇𝐻𝑤𝑙

𝐹𝑇𝐻𝑤𝑙

)
,

(9)

where 𝛼, 𝛽,𝛾, 𝛿 are the weight of each metric, and 𝐴𝑟𝑒𝑎𝑡𝑜𝑡𝑎𝑙 is the
sum of all modules’ area.

4 EVALUATION

FTAFP is implemented in C++ and operates in single-threadedmode

on a Linux system, with Intel(R) Xeon(R) Silver 4214R @ 2.4GHz

and 128GB memory. The FTAFP framework is compared with three

competitive heuristic-based methods based on the topological rep-

resentation: Corblivar [13], SP-FOFP [11], and CB-Tree [15]. Where

CB-Tree is reproduced by ourselves, SP-FOFP is an open executable

and Corblivar is open source. It should be noted that the goal of

our work is feedthrough optimization, which has not been consid-

ered in previous works. Therefore, we chose the publicly available

floorplaners mentioned above as our baselines. The test cases are

derived from the GSRC [22] and MCNC [23] benchmarks. To im-

prove the reliability of the results and reduce the impact of random

errors from the heuristic algorithm, each benchmark is executed 10

times using our approach and baselines to ensure fair and precise

measurements. The results are averaged in the same environment.

4.1 Results without Feedthrough Optimization

First, to verify the effectiveness of the SCB-Tree and optimization

framework, we test the performance of the general fixed-outline

floorplanning using FTAFP without feedthrough optimization. The

evaluation metrics used in this experiment are the half-perimeter

wirelength (HPWL), aspect ratio (AR), and CPU runtime (RT). Sim-

ilar fixed-outline and AR constraints have been added to all base-

lines for a fair comparison. As shown inTable 1, FTAFP has reduced

HPWL compared to all baselines under the fixed-outline constraint

and strictly meets the aspect ratio constraint. Our FTATP results

in average wirelength reductions of 23%, 12%, and 6% over [13],

[11] and [15], respectively. This improvement can be attributed to

the combination of slack computation and corner stitching. The

proposed SCB-Tree makes full use of the whitespace, resulting in a

more compact overall floorplan and thereby reducing wirelength.

Due to the slack computation when packing the module, there is a

slight increase in the runtime of around 13% compared to [15].

4.2 Results with Feedthrough Optimization

As the main optimization goal of this work, we test the performance

of the proposed feedthrough optimization method. The constraints

and settings are the same as in the previous subsection, except that

the feedthrough optimization is added. The results are illustrated in

Table 2. We developed an evaluator to analyze feedthrough-related

metrics for the baselines by parsing their floorplan results and

computing all metrics using the same model as our floorplanner.

Ourmethod demonstrates significant improvements in feedthrou-

gh optimization compared to the three baselines. Compared to the

CB-Tree, the FTNUM and FTWL metrics are reduced by 12% and

28% on average respectively, and CEL is also significantly improved

by 25%. HPWL increased by only 4%, which is considered acceptable

in the hierarchical design of large-scale SoC. Additionally, Table 2

demonstrates that our methods excel particularly in cases with

more multi-module nets(e.g. ami33 and ami49) and a large number

of modules(e.g. n100 and n200). For the former, the reason lies in our

net simplification which encourages more adjacent arrangements

of modules in the same net. Larger-scale designs tend to have more

feedthrough wires with longer spans and traveling through more

modules. Consequently, our feedthrough optimization proves to be

more effective in these scenarios.
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Table 1: Comparison of baselines with FTAFP, without feedthrough optimization.

Benchmarks Corblivar [13] SP-FOFP [11] CB-Tree [15] FTAFP
Case # Modules # Nets HPWL AR RT HPWL AR RT HPWL AR RT HPWL AR RT

n10 10 118 47,899 1.02 0.05 43,071 1.00 0.1 42,007 0.99 3.21 40,778 1.01 3.25
n30 30 349 175,684 0.98 0.43 160,774 1.00 0.85 126,952 0.98 6.51 111,877 1.00 7.90
n50 50 485 208,356 0.74 1.22 193,478 1.00 2.69 165,783 0.99 8.12 162,011 1.00 10.25
n100 100 885 328,202 0.90 6.13 304,279 1.00 7.91 310,582 1.00 21.19 293,497 1.00 24.31
n200 200 1585 607,503 0.86 33.04 554,992 1.00 31.71 546,521 1.00 42.80 524,989 1.00 52.01
ami33 33 123 99,355 1.08 0.48 91,037 1.00 0.97 96,166 1.01 6.69 90,503 1.00 7.16
ami49 49 408 1,202,310 0.99 0.96 1,010,759 1.00 2.06 1,042,454 1.01 7.50 1,007,618 1.00 8.46

Ratio 1.23 0.94 0.18 1.12 1.00 0.24 1.06 0.99 0.87 1.00 1.00 1.00

Table 2: Comparison of HPWL, common edge length (CEL), feedthrough number (FTNUM) and feedthrough wirelength (FTWL).

Case
Corblivar [13] SP-FOFP [11] CB-Tree [15] FTAFP

HPWL CEL FTNUM FTWL HPWL CEL FTNUM FTWL HPWL CEL FTNUM FTWL HPWL CEL FTNUM FTWL

n10 47,899 4,369 149 15,440 43,701 4,489 146 14,098 42,007 4,619 141 11,427 43,625 4,934 138 10,935

n30 175,684 1,698 483 52,325 160,774 2,363 478 46,433 126,952 2,142 467 47,742 142,507 3,143 454 43,181

n50 208,356 2,436 798 110,124 193,478 1,645 807 102,863 165,783 2,186 776 109,105 182,524 4,141 744 91,213

n100 328,202 2,359 1,474 179,963 304,279 3,339 1,781 146,137 310,582 2,052 1,461 176,137 304,584 6,545 1,358 134,075

n200 607,503 1,345 2,971 409,287 554,992 4,012 3,442 306,281 546,521 4,263 3,672 386,471 549,286 6,053 2,802 294,796

ami33 99,355 45,822 172 45,810 91,037 40,376 194 62,531 96,166 58,730 186 51,495 93,674 67,886 152 29,848

ami49 1,202,310 39,634 824 2,149,060 1,010,759 105,112 722 1,180,280 1,042,454 139,426 662 1,089,270 1,047,228 177,436 597 836,962

Ratio 1.13 0.52 1.13 1.55 1.02 0.65 1.15 1.34 0.96 0.75 1.12 1.28 1.00 1.00 1.00 1.00

5 CONCLUSION

We propose a feedthrough-aware floorplanner named FTAFP to

solve the feedthrough challenge faced by the hierarchical design of

large-scale SoCs. To the best of our knowledge, we are the first to

model and optimize the feedthrough problem in floorplanning. We

introduce SCB-Tree to better satisfy the fixed-outline constraint

and optimization objectives and propose a two-phase SA frame-

work with targeted perturbation operations. Experimental results

demonstrate that FTAFP can significantly optimize objectives such

as feedthrough wirelength, quantity, and common edge resources,

thereby better meeting actual design needs.
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